* Recursive:
* If you want to use counter🡪put “+1” at each return function.
* AVL tree—rotation
* Insert O(log n)
* Search O(log n) worst case, because the tree is always gonna be balanced.
* Delete O(log n)
* AVL tree insert is slower than normal trees.
* 44
* 17 62
* 50 78
* 48 54 88
* rotate to:

62

44 78

17 50 88

48 54

good idea or bad idea?

Know big picture of AVL trees.

Tell whether the tree is balanced or not, after add an value.

Memorize all the rotation? –No.

--Red/black tress.

--splay tree

--(2,3)-tree, exact balance everywhere.

2.3 tree, for binary tree as well, the insert always happens at the leaf.

2.3 tree:

insert: O(log n)

delete: O(log n)

search: O(log n)

2.3 tree—add to an existing leaf.
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* add rule:
* add to leaf, if it has three, move the middle one and break the leaf into two.
* <http://en.wikipedia.org/wiki/2–3_tree>
* array of n itns, int a[], int n, and int M; every A[i] belongs to [0,m]
* output list of what is duplicated. DO so in O(nt m)
* 4 4 4
* What if I have a program using binary search tree, saving the tree in the file.
* 7 l (leaf)
* 12 l
* 8 I (internal vertices)
* 17 l
* 23 l
* 20 i
* 15 i
* for each node:
* act on the left
* act on the right
* act on the node.
* Post-order traversal.
* Three orders of traversal:
* 1. operate on left
* 2. operate on node
* 3. operate on right
* Pre-order:15 8 12 20 17 21
* Relatively balanced: ht(left) and ht(right) after <=1
* Operation:
* **Add:**
* Expected time: O(log n)
* Worst case time: O(n) –like linkedlist
* **Contains:**
* Expected time: O(log n)
* Worst case time: O(n)
* **Delete**:
* Expected time: O(log n)
* Worst case time: O(n)
* If can always be a linkedlist sort of thing.
* **Removal**:
* If leaf parent’s pointer to it is null
* Change the pointer for its parent to its child.
* **The third type of traversal:**
* Operate on node:
* 1 2 3 4 5 6 7
* <http://www.cise.ufl.edu/~sahni/cop3530/slides/lec216.pdf>
* in-order: they are in order.
* post-order: great for evaluating the syntax tree

task:

create empty BST

add all of array value to it

print in-order traversal

time: O(n\*(log n))

* worst case: O(n^2)
* the next element, if greater than what I was looking for, go next.
* How to add a value to this: add 8,
* How many levels O(log n)
* P[3 logn levels]<=n/2^(3\*logn) =1/n^2
* SKIPLIST
* Time:
* “with high probability”
* find: O(log n)
* add: O(log n)
* remove: O(log n)
* How remove work: find the value, delete it, connect the pointer and find its up pointer delete all of them.
* <http://en.wikipedia.org/wiki/Skip_list>
* performance:
* increase levels-increase memory usage.
* Binary search tree, performs, in expectation.
* The skiplist performs with high probability.
* Space usage: O(n) for BST, skiplist O(n) 2n nodes. +2 logn (negative and positive infinity).
* For skiplist: worst bounded case for space usage: O(n\*log n)
* <http://en.wikipedia.org/wiki/Red–black_tree>
* map data structure:
* map<string,int> m;
* m[“look”]=4;
* string, in this case, is a key.
* UCLA ID:
* A billion elements. Wasted space.
* h(student)=’’ID#” 10000
* //first 5 digits
* key: what indentifies each value information associated.
* Small L is good for this
* Want the table to be sparse.
* The disadvantage of sparse table:a lot of missed memory.
* What if I want to start my table small.
* Hash table:
* Yes o(1) lookup
* O(1) add
* O(1) delete
* Hash table.
* Priority queue
* Priority queue: as a queue
* Add: O(1)
* Find: O(n)
* Delete: O(1)-add t1
* O(n)
* Priority queue as balanaced binary tree:
* Add: O(log n)
* Find min: O(log n)
* Double-min: O(log n)
* Priority queue as a heap:
* Add: O(log n)
* Find-min O( log n)
* Delete min: O(log n)
* A heap is a binary tree. (not a binary search tree )
* Heap: every node is smaller than its parent node. (min heap)
* There’s also a max heap, where each element is largers than it’s parent.
* Notice there’s no order for the children.
* Complete, not necessarily full.
* Find min(look at the root).
* STLmap,STL set.
* The heap is one maximally efficient implementation of an [abstract data type](http://en.wikipedia.org/wiki/Abstract_data_type) called a [priority queue](http://en.wikipedia.org/wiki/Priority_queue), and in fact priority queues are often referred to as "heaps", regardless of how they may be implemented. Note that despite the similarity of the name "heap" to "[stack](http://en.wikipedia.org/wiki/Stack_(abstract_data_type))" and "[queue](http://en.wikipedia.org/wiki/Queue_(abstract_data_type))", the latter two are abstract data types, while a heap is a specific data structure, and "priority queue" is the proper term for the abstract data type.
* No heap node.
* Transform into an array:
* 0 1 2 3 4 5 6 7 8 9
* E H Q M I S T R Y Z
* From top to bottom, left to right.
* O(n) time operation. Find the smallest.

* Chemist
* Approach 1:
* O(nlogn )
* H[0 0] is a heap
* How do I make H[0 1] a heap?
* Add H[i] to heap
* Approach 2:
* n/2 all leaf nodes are heap
* n/4 their parents one op
* n/8 their parents
* approach 2:
* n/2 all lef nodes are heap
* n/4 their parents one op
* n/4 their parents two ops.
* O(n)
* --a converging sum
* spreading out the cost.
* Given any array, you can heap it in O(n) times.
* Do k remove min operation, and restore the elements that been removed.
* Each remove min take log n time do k of them.
* If k is larger, then k(log n) could be larger than n.
* O(k logn +n )
* A heap is only an array.
* C H E M I S I
* E H S M I T C
* H I S M I E C
* Shell sort:
* Final:
* C++ syntax is not going to be emphasized
* In fact, if you asked to write a function, not even be required to write it in c++
* Open hash maps (how google works!)
* closed: chained
* We have an array, when put data in, base on the hash function, if occupied, we movie
* Open: a list of pointers.
* To seaerch out hash table
* we compute a target bucket number
* we then look in that bucker for out value
* if we find it, great!
* If we don’t find the value…
* If we want to store up to 1000 items in an open hash table and be able to find any items in rougly 1.25 serches
* 1.25=1+L/2
* total=total%hash\_table\_size;
* choosing the hash function:
* 1. the hash function must always gives us the same buck # for a given input value.
* Some hashtable:
* CFC32
* CRC64
* MD5
* SHA2
* The maxheap:
* Which is the following are valid maxheaps?
* 1. the value contained by a node is always >= the values of the node’s children (they can be the same)
* how to sort:
* remove the biggest value from the heap
* add to the array.
* 3
* For list a,
* .end() function can only be assigned to the iterator.
* int i[] = {50, 29, 100, 72};
* list<int> listy(i,i+2);
* list is 50,29
* if:
* int i[] = {50, 29, 100, 72};
* list<int> listy(i+1,i+2);
* list is 29.
* bool isNegative (int i) {
* return i > 0;
* }
* int main () {
* int i[] = {-10, 22, 50, 29, 100, 72, -5, 17};
* list<int> listy(i, i+8);
* list<int>::iterator b = listy.begin();
* list<int>::iterator e = listy.end();
* cout << \*find\_if(b, e, isNegative) << endl;
* }
* find the first element.
* Breath first search:
* ---shortest path
* ---bipartite testing
* depth first search:
* weakly connected—if I remove the arrows (turn a directed graph to an undirected graph, it would be a connected component)

strongly connected component: directed graph.

Degree:size of adjacency list.

In-degree:number of incoming edges.

![](data:image/png;base64,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)

any vertex with a in-degree of zero, is not part of any cycle.

While (V=/=0)

Remove all vertices

With in degree 0.

* For each e=(u,v)
* count[v]++; O(m)

For each V in G

If count=0, remove v O(n)

We represent the running time of a graph using two parameters:

N and M.

Create count[]

Queue<vertex> r;

add everything to it that has a in-degree of zero.

Whiel(r=/=empty)

U<- r.remove first

For each e=(u,v)

Counter[v]--; O(m)

If count[v]==0

Add v to r.

If the queue is empty, O(n+m)

Euler tour: O(m+n)